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Лабораторна робота №4

“ПРОВЕДЕННЯ ТРЬОХФАКТОРНОГО ЕКСПЕРИМЕНТУ З ВИКОРИСТАННЯМ РІВНЯННЯ РЕГРЕСІЇ З УРАХУВАННЯМ ЕФЕКТУ ВЗАЄМОДІЇ.”

Виконав:

студент групи ІВ-83

Дровнін П. А.

Перевірив:

ас. Регіда П.Г.

Київ

2020 р.

**Мета:** провести повний трьохфакторний експеримент, знайти коефіцієнти рівняння, перевірити однорідність дисперсії, знайти незначущі коефіцієнти.

Номер у списку: 10.

Варіант завдання: 310.
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![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABDQAAAAzCAYAAABopFjRAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABdeSURBVHhe7d0LWFR13gfw75kLd1BBRUVBMSjBRPJOZXnvslZGl9dq9zWyWi9lb7fVet+y7dHVbVfLsnw1t7SrmqWLidtqWUpr6ptoEpKKSqsISuEFZWBmfu+ZmQMMyAyI8Mhwvp/n+T+OnjnI/Oc7/9///OfMGQWAqI2IiIiIiIiIyGdULWiIcF2DfI+iOCLswgzTxWB2qCkwR9RYzA41FWaJGovZIV/nyLBBu01ERERERERE5DO4oEFEREREREREPocLGkRERERERETkc7igQUREREREREQ+hwsaRERERERERORzuKBBRERERERERD6HCxpERERERERE5HO4oEFEREREREREPocLGkRERERERETkcxS1ieOGiPMPHbLj1L4MvL9sFdZv/g67c/NRdMYC+LdF59irMXjknZg49SGMig3S7n8RyvPxzcq12H6sHEHxo/HbO65GqLapXmdzsW7xQryz5kvsyD6MwtOO3ykMkTEJ6D/8dkyY8ihuu6rBP63VUhRHhF30mOGzBzfio+UfY93Gf+H7fWpOTlmgBLZzZnfI6Lvw8JQ0DO8eoN27HjrLnN6z06jx6cxerFm+HvtO21yFwwvFrztGPnQv+rdt3evmes+R/dQ+ZLy/DKvWb8Z3u3ORX3QGFvijbedYXD14JO6cOBUPjYqF1wqq01zpfgxCOfK/WYm124+hPCgeo397B66+iBJzNncdFi98B2u+3IHsw4VwlaxIxCT0x/DbJ2DKo7dBL9Mk/WaJGbpUHIcuDufdLU9lhh3pVTOsQ6d3ydsTB0pHs+LsA0/NENZHHv74oFRouzVESdbf5JH+EWJUXD/DFPeEfGPRNtajZPtrkhoXJOrTc8HvUtmUoHi5d9FuOavto1fufaIrJTtlsZrdyAZkd+KHB6S+6Okxc+6PTW8aNz7Z5PiiMRKg7VNvU0Jk3PtntH1bL/fHrC+nZdfbE2VgR7PXcQOGMOnz8Mdy0GMB1W+u3B+X7pRkyd8e6S8RRq2GmeLkiYZOkqREtr+WKnFB3uqfIkHx98qi3fqYJbk/dt1ghpqE+2MmLzjvbrG0/nJ1mv5UyJ6Z/cTsnEQpEtj1Wrl/+quybHW6rPvsfVkw415JjjBVBU0JHSKzshowUFqPyZdzxklccM3Am65o2IJGxY8L5eZIo+v/VQKl+/BJMnvpKkn/PF1Wvj1bJo3sIYHaxE8x95AJqwvU6aB+ufexflTI9hm9xVz12BUxBraX6Phe0isuStrUGmyVwCSZvsXzcKjXzLn3kW5c0vhkk0Pzhoqf235em9JW7lnR+suw+2PWk4o9M6WfNtYogV3l2vuny6vLVkv6us/k/QUz5N7kCDFVLlIooTJkVpaHCZ5+c+X+uPTDKse+nCPj4oJrTuRNVzTwYLRCflx4s0RqB7FKYHcZPmm2LF2VLp+nr5S3Z0+SkT0CtZ+tiLnHBFld0PpnSVX9qLbWjxlqSlX9pzbyhPPulkzrd1eH6U+ZbJrSXUyBPWXszHQ5UKr9s5vSPfNkZLhB6yijdJmwVry9L1S6b6U8ObSztkiihlAxqM11u0EHDNb9smBEGzE4/j8lSJKmZcjx2gm2FcmGaX20oCti6jlFNrb+N0E9qsyvo+lHmWycHCNGJVh6DP+9vLJ6pxSUaZtUlmNbZeHvEiWk8mBCzUno6DflSF2joY4zp7fsXPL45H7gaYiQ4c+8JYsXL/bYliz7QnLrGFdbG73lqFLZpinS3RQoPcfOlPS6C6jMGxnuGlvUZuwyQdbWOW7oN1e6y07pPln55FDpXDn5VxQxqM15u4EHo9b9C2REG9e8TAlKkmkZxy+Y6NuKNsi0PtoBqWKSnlM2ep27tQaVOXK0Vo0ZanKVuXE08oTz7pZMy6+r8/XHJsWZH8oH3528YCCrViZbn4wXk9ZHnif9NilMnyZ91QGycvDrMPBRWbR0siSY6tu3Wqk6QYw1Ou6viDnxWcn0NGk780+ZFGty/lwYwuXO94q8PIbWrTK/jqYnv277UJZsOCge5/XqgPna8DbaOwxq0Q7+jSw9qW1zo+fM6Sc7TTM+OX5O1YGnsZv8/p9u1VzH9JOjmmzFmfLhB9/JSS8DQdnWJyVey5jngw395kpP2bEVpsu0vuokvnKC3mGgPLpoqUxO0OpKgw5GS2XTlFgxOu6vmCXx2UyPNfDMPydJrJY9Q/id8l5R654l6SFLzFDz0EN2mgLn3S2Xo498/6pajWZAeMp43DcwwstXvfgjefA1CFHT6WArOoYCq+t2TeXYtvoj7DllhxLWC/fM/QJZmYvwYO8w51VXG+YcNn+4Bkds6k3FH0PSHsUgT1dRCxmKCXfHw+S4bS/BV+lf4oxzA+lF20HjMXGMlwvtGa/AA7+7sSq7Uv4zDuXXDi8zpw9NMT4R1WQIT8H4+wYiwssswj95MK6pLqA4VncBJR0o37YaH+05BbsShl73zMUXWZlY9GBvhF3MIHRuMz5ccwSukjUEaY8O8lgDQ4ZOwN3xzoqllqyvkP4lK5avY4bocuK8u2XT8YJGwxhMJhi1cCoBgQios8cM6Ng1Dom3PodVO3ZixTPD0MU1BjZc+S5s2lLoHGRh6o2RY2JgdG6oix/63DAEkc472HFm1zbsKXduIKoS3CkSbaryqsBQO7vMnE40wfhE1BgGE0zVBRSBdRdQ0gFDx66IS7wVz63agZ0rnsGwRgxC5bs2YUuhs2KpJWskxsR4rljw64MbhkS6apr9DHZt2wOWLN/GDFFLx3n35cPZhVdWHNybg9N219+MsVfiSrPrdk1+GPzyVuxZNwt3xntcu/PKfnIXsg67BllD20Qk9fQyyKr8EnsjTruL7d8/4Scu21EtFb/+UpVdxdABnTrVfLkzc3px6eMTUWNYD+5FTnUBxZV1F1DSAb/BL2PrnnWYdWe896/w9ciOk7uy4CpZBrRNTIL3kuWHxN5x2sGCDf/+6Se+u+njmCFq6Tjvvny4oOFNyUa8vmw3nCcMKQHod9vtuMJ79hrNemA/jtgdHwNS532doup9B9XQMRpRIa6nT6wFyD/KU3nJXTn27NyDc65IwRjTB0ntar7cmTkiaj4l2Pj6Mux2FVAE9LsNtzdXASUdsOLA/iNwlSwjOkV1cZ2K7ZEBHaOj4CpZAmtBPliy9I4ZoubEefflVLOnqYq9OBN/Hj8RS/Os6jCmIDBhEmZNTvByatClsRYU4IRr0Q5Ku/ZoX98zY4hAROULxf4riou1nYkcSr/B+58edC3GqSW75213or+f8y9VmDlqNDmHn9a/ib/Mfhl/fOklvDxrLua/tRxrvvkRJyzafUi/7MXI/PN4TFyaB6s6d1MCEzBp1mQk1FdAmSvyyIqCghOuU7XVOVm79u3rncAaIiJQXbKKwZKld8wQNSPOuy+r+rpSB6w4+u0qLHv3HbzzzlIsWvAnzJh4C5Lih2H6hqPqVjM6DJ6K5X+fg+FttF2awflTp2HRVvWUgCAE1xvyEIQGV1555hxKz2o7E6nlOnfxbHxQdVrbcDw+eRBqjavMHF007dl3HrB+Of9JPPP8C3hx5ky88N/T8eTk/8S4G3ojqksCbn3ibWwv1s67pFbNevRbrFr2rlo/38HSRQvwpxkTcUtSPIZN3+B8N9PcYTCmLv875ngpoMwV1e88Tp22OL4aQKUgICi4/oPRkFBUl6xSsGTpHTNEzYXz7sutvq5s/cq3Y/6D92HCg2lIS5uISdOew5ylGdj7SwUQEIWUtPlYs3Ye7oqtHcumZIfFUq4Nsio/vwteBBfyg7nqVCUrrDwLiTS2A0vwX7O/xmlHoJQQDHhqDh7qUfutUWaOLpYB4bFx6Bzkj6C2kYiOS0BS8jVIvvoq9IgMgdlZcwUVv+Rg/WuP4IbB9+PdXF7BqnUrx/b5D+K+CQ+q9TMNEydNw3NzliJj7y+oQACiUtIwf81azLsr1sv4wlxRA9gtsJRXT+b91JpVLz9z9UcK1ILFkqVzzBA1E867Lz8uaBijkJDUHZEdO6BDh/YIDwuE2eBaDZOyo/h26WO4vkccRj29AvvOOf+5WSiKtgLnUFHRgEHTBnvVG1XGC6+kSz7FXlqMoz/nIz+/jvbzUZwobeC7kmW78MpDM/CPk477G9B26AtY/Ewy/F1ba2Dm6GKF3v42DpeWofTX4zjyUzayvv8/fL8nB3nHS3DiwGYsfXYMugc4ciUoO7ACU+6fhR38qIBvsJei+OjPdY9B+T/j6IlSdTpWmxFRCUnoHtlRrZ8d0D48DIFmg+uMCynD0W+X4rHreyBu1NNY4aWAMldUP0WtWdpNVUVFA2b2Nnt1Zo0GTnh1jxmiZsB5d4vArjHGIG3lfhwvLEJR0QkUnzqH8yWH8f36xZgxrpfz63fs5w5j47wHcGPqAvxQpu3XpAzwD/B3TQJVUm5B2YUzx5rsZSirPm8JQZWnJJHvsR/FonHR6BYdg5iYOlp0N3RPXYKCejNxDJ9O/Q+8uKVELcAKzDH3YOGyJ9GnrlGVmaMmZUSb2BuQNvdzfLP8AfQwObIhOLfrTfzls19cd6EWzI6ji8Yhult03WNQjDo+dU/FkgsGISNi0lZi//FCtX4W4UTxKZw7X4LD36/H4hnj0MtVQHF44zw8cGMqFlx0AWWuSGPwR4B/VcVCuaWsjgW2muxlZTVP72bJ0jdmiJoa590tBhc06mAMjUbyzQ9j9qc78PX8m9DJcdaQWFH4j+cx+fUcNMclWQLCQuF8A0olZ07hlJZfj+Q8zpVpdzK0RUS75rpcKTU/G2xW76Oa3ea4OK0X9l+w+X/GIe2dn+A4o9LQ7jq8uGIJ7vPyHevMHDU9I7qlvownrg9wFW1HLjdsdW6hls2mjjFeRyG7zXmBz3oZQxGdfDMenv0pdnw9Hze5Ciishf/A85NfR06jCihzRQEIC9WefzVPZ06d8l4TVXL+HKpLVgRYsvSOGaImxHl3i8IFDa+CkTT1LbwwIsw1AMpZbHt3GXY2w8d3jR0jEaE9G/aTx3G8vvOQrIUo1C6Ophg6o2tXPpU+yxCNSZ/sQ3b2XuzdW0fLzkbOiofRxeNTfArb5qTirjnbcUqNhBKajGkffYIZg0K07XVj5qhZGKJwbcoV2ueO7SjJP+S8RS2ZAdGTPsE+daypcwzam43snBV42PMgVKfgpKl464URCHMVUJzd9i6WNbaAMlc6Z0THyAht0mrHyePH6z1d21pYCFfJUmDo3BUsWXrHDFFT4by7pWHP1MfQDbfc1Bdm7a+2QznY1wyf3TX3iEU3beHNXnQIeaddtz2x5uUi77xr1c7QJR5XtuVT6ctM4THolZCIxMQ6WkIvdA/3dOmgUmS9ei/GvfC1s+gqQb3x6HvpeGVMx3pf3MwcNQ8FISHB2m1Vfe9AUMtgCkdMr4S6x6DEBPTqHt6AC5jVZkC3W25C3+oCipxGF1DmSt/M6BHbTT0kdbCj6FAevJcsK/Jy8+AqWQZ0ib8SLFl6xwxRU+C8uyViz9TLgKCgylPUVIrRcV2gJmfodDUSO7tSLpYfsDPL26TPjuJ/bUOOc2VPneQlD0bfOj+vRa1bGX783wcw9tkvcNwmUAKvQtqydXjj9iitYHvHzFHzsKGosFg73lQQFNnFeYv0yRAUVHWKrSMPxkYXUOZK3wzodHUiXCVLYPlhJ7yXrGL8a1uO6x14JQTJg/vWeZE+0hNmiC4V590tFRc06mVBdvaBqtPSjDFxiKt8t6kp+ffHsJR2rifEdgxfrM1UXzYe2Auw5rNM16qxEoaht46E52/4p9bJigPvPYixj6/FvyvUQdU/Dg8sXY9Fd8U0aFB1YuaoOZT/iI2bD7uuNaQEIHnIAOc/kz5ZsrNxoLqAIq6xBZS50j3//sOQ0s41bbUd+wJrMz1fZNZesAafZZ53LoApYUNx60hWLGKG6FJw3t2SuV7VemQ5gC2bslHi+miSR7bDH+DVFZWTKBNib74NfS/+vNsGaIMx48dqK8c2HPn4r1iWV/fV00q+mov5m846B1lj11Q8khrJlSldsaNgzWT85pEVyCtXB1W/WNy7eD3eHt+j+vvSG4SZo4azHMzENwdKtb95YkH2W89i4Z4KZ1YM7Ubjd3dHuzZRK2LBgS2bkF1/AcUHr67AYVcBhSn2ZtxWq4AyV9RgbcZg/NjOroMH2xF8/NdlqLtkleCrufOx6ayzYqFr6iNIjWTFIhUzRI3CebcvcPSV6I3luz9IgtksHa+5W6YvWi97iyzalkrnJX/za3J/QogoWh8ZO6XK8nybtr0mW0mubN2QIevXr69q6W+Ml+5Gbd+oVJmXXr0tI2OzZJ+s9bMqsuWV60O1/88gbftNlZX7S7WNDmVyOONFGdnZ5LqPoaOMXZInVm2rHlXmV1cZtmTKU/GmqsdtCImSKxMTJdFr6y19hj4l64qZuUp6ys6lj08W+XraFWIO7iljpr0hGTm/XJCBiqLv5cM/jJAos+LqV0O4DJ+/Vyq07a2VnnJUxfKd/CHBLOaO18jd0xfJ+r1FakJqOp+/WV67P0FCFK1/jJ0kdXm+1ByB9J0rXWXHViK5WzdIhtsYtD79DRnf3ajlI0pS56VXb8vIkM3ZJ7Wdq1VkvyLXh1Zmoa30m7pSapasw5Lx4kjpbHLdx9BxrCzJa/2zpMocOVqrxQw1i8rcOBp5wHl3i6Y9L/oMsTV3rqT4awOa2hRzmHRNGCg3jBgto4alSFJMWzFXTsSgiDE8RZ7fVFRrMlapQn54qZ+YtZ/VsGaSno9v1vavZslZLHdEmbWgq7+XX4TEDRgmo0beKAPiI8Sv8ndSQiXpsXQpqPsX0g33PtWN0g9kXFB1dhvcTPHyVGbtww79Zs69b1q3phifLJL59JVi0rYrir+0v+IauW74aBkzapikJPWQdn5KdYaM7SVl+gY5roPxyb3fdMOaK3NT/KuebyhmCeuaIANvGCGjnXmIkbaVCxBqU4zhkvL8Jim6IA/6zlVl/zhaa1fxw0vSz1z9eBvSTD0f1/Z2Z5GcxXdUL3Cp8zO/iDgZMGyUjLxxgMRH+FXnJTRJHksv8DBva13c+621Yoaah3t/kQecd7doWn+7Ok1/zkrO6plyX0qMhBg9h1Tx6yB973pRPst1Xz2rzSp5C0ZIaNUCSAOaEiD9X9ql7V9T2f5P5OkR0RJY589TB97IAZK2cJvUXvTTI/e+0Y2KnfLHQWFivJi8qbkxtBkjbx6uOzR6zJz7Y2zdmmZ8qshbKy/cM0CiAg3VB7K1mmIIlKjBv5U5GYekTNuvtXN//HpyNme1zLwvRWJCjB7zAMVPOvS9S178LFc8VVA958r9MbZ21rwFMqLyXfEGNUUC+r+k7V1bmez/5GkZER1Yd2bU3EUOSJOF24p1sZjh4P74WytmqHm4P27ygPPuFs3RZ+rr2Nl5jhQ7/tClc8ey8O2W7cjadwjHik/DYjcjOLwTYq5KxnXDb0RSp8txWdlyFO7eiA1f7cS+IydwusKI4IgoxCcPxehRgxDt9u11eqYojgi76DnDTUNfmWN2Gsd25hB2fr0VO37Yj/zCX1FaocA/LAJdeiRiwNDhuPaq8Iv8TKlv032Ozh1D1rdbsD1rHw4dK8Zpix3m4HB0irkKydcNx41JnRr0zQB6zBXHoEtUXojdGzfgq537cOTEaVQYgxERFY/koaMxalA09DRNYpYaiRlidi4rHus1BUeGHSl2ppchJl/EgZgai9mhpsAcUWMxO9RUmCVqLGaHfJ0jw7xgKhERERERERH5HC5oEBEREREREZHP4YIGEREREREREfkcLmgQERERERERkc/hggYRERERERER+RwuaBARERERERGRz+GCBhERERERERH5HC5oEBEREREREZHP4YIGEREREREREfkcLmgQERERERERkc/hggYRERERERER+RwuaBARERERERGRz+GCBhERERERERH5HC5oEBEREREREZHP4YIGEREREREREfkY4P8BPp+H8Mc2WnUAAAAASUVORK5CYII=)

1. Лістинг програми:

from copy import deepcopy  
from math import sqrt  
import numpy as np  
from prettytable import PrettyTable  
  
x1\_min = -20  
x1\_max = 15  
x2\_min = -35  
x2\_max = 10  
x3\_min = 10  
x3\_max = 20  
  
x\_average\_max = (x1\_max + x2\_max + x3\_max) / 3  
x\_average\_min = (x1\_min + x2\_min + x3\_min) / 3  
y\_max = 200 + x\_average\_max  
y\_min = 200 + x\_average\_min  
  
  
def replace\_column(list\_: list, column, list\_replace):  
 list\_ = deepcopy(list\_)  
 for i in range(len(list\_)):  
 list\_[i][column] = list\_replace[i]  
 return list\_  
  
  
def main(m, n):  
 if n == 8:  
 print(  
 'ŷ = b0 + b1 \* x1 + b2 \* x2 + b3 \* x3 + b12 \* x1 \* x2 + b13 \* x1 \* x3 + b23 \* x2 \* x3 + b123 \* x1 \* x2 \* x3')  
 norm\_x = [  
 [+1, -1, -1, -1],  
 [+1, -1, +1, +1],  
 [+1, +1, -1, +1],  
 [+1, +1, +1, -1],  
 [+1, -1, -1, +1],  
 [+1, -1, +1, -1],  
 [+1, +1, -1, -1],  
 [+1, +1, +1, +1]  
 ]  
  
 for i in range(len(norm\_x)):  
 norm\_x[i].append(norm\_x[i][1] \* norm\_x[i][2])  
 norm\_x[i].append(norm\_x[i][1] \* norm\_x[i][3])  
 norm\_x[i].append(norm\_x[i][2] \* norm\_x[i][3])  
 norm\_x[i].append(norm\_x[i][1] \* norm\_x[i][2] \* norm\_x[i][3])  
  
 x = [  
 [x1\_min, x2\_min, x3\_min],  
 [x1\_min, x2\_max, x3\_max],  
 [x1\_max, x2\_min, x3\_max],  
 [x1\_max, x2\_max, x3\_min],  
 [x1\_min, x2\_min, x3\_max],  
 [x1\_min, x2\_max, x3\_min],  
 [x1\_max, x2\_min, x3\_min],  
 [x1\_max, x2\_max, x3\_max]  
 ]  
 for i in range(len(x)):  
 x[i].append(x[i][0] \* x[i][1])  
 x[i].append(x[i][0] \* x[i][2])  
 x[i].append(x[i][1] \* x[i][2])  
 x[i].append(x[i][0] \* x[i][1] \* x[i][2])  
  
 if n == 4:  
 print('ŷ = b0 + b1 \* x1 + b2 \* x2 + b3 \* x3')  
 norm\_x = [  
 [+1, -1, -1, -1],  
 [+1, -1, +1, +1],  
 [+1, +1, -1, +1],  
 [+1, +1, +1, -1],  
 ]  
 x = [  
 [x1\_min, x2\_min, x3\_min],  
 [x1\_min, x2\_max, x3\_max],  
 [x1\_max, x2\_min, x3\_max],  
 [x1\_max, x2\_max, x3\_min],  
 ]  
 y = np.random.randint(y\_min, y\_max, size=(n, m))  
 y\_av = list(np.average(y, axis=1))  
  
 for i in range(len(y\_av)):  
 y\_av[i] = round(y\_av[i], 3)  
 if n == 8:  
 t = PrettyTable(['N', 'norm\_x\_0', 'norm\_x\_1', 'norm\_x\_2', 'norm\_x\_3', 'norm\_x\_1\_x\_2', 'norm\_x\_1\_x\_3', 'norm\_x\_2\_x\_3', 'norm\_x\_1\_x\_2\_x\_3', 'x\_1', 'x\_2', 'x\_3', 'x\_1\_x\_2', 'x\_1\_x\_3', 'x\_2\_x\_3', 'x\_1\_x\_2\_x\_3'] + [f'y\_{i + 1}' for i in range(m)] + ['y\_av'])  
 for i in range(n):  
 t.add\_row([i + 1] + list(norm\_x[i]) + list(x[i]) + list(y[i]) + [y\_av[i]])  
 print(t)  
 sums\_of\_columns\_x = np.sum(x, axis=0)  
 m\_ij = [[n] + [i for i in sums\_of\_columns\_x]]  
 for i in range(len(sums\_of\_columns\_x)):  
 m\_ij.append(  
 [sums\_of\_columns\_x[i]] + [sum([x[k][i] \* x[k][j] for k in range(len(x[i]))]) for j in range(len(x[i]))])  
  
 k\_i = [sum(y\_av)]  
 for i in range(len(sums\_of\_columns\_x)):  
 k\_i.append(sum(y\_av[j] \* x[j][i] for j in range(len(x[i]))))  
  
 det = np.linalg.det(m\_ij)  
 det\_i = [np.linalg.det(replace\_column(m\_ij, i, k\_i)) for i in range(len(k\_i))]  
  
 b\_i = [i / det for i in det\_i]  
  
 print(  
 f"\nThe normalized regression equation: y = {b\_i[0]:.5f} + {b\_i[1]:.5f} \* x1 + {b\_i[2]:.5f} \* x2 + "  
 f"{b\_i[3]:.5f} \* x3 + {b\_i[4]:.5f} \* x1 \* x2 + "  
 f"{b\_i[5]:.5f} \* x1 \* x3 + {b\_i[6]:.5f} \* x2 \* x3 + {b\_i[7]:.5f} \* x1 \* x2 \* x3")  
  
 if n == 4:  
 t = PrettyTable(  
 ['N', 'norm\_x\_0', 'norm\_x\_1', 'norm\_x\_2', 'norm\_x\_3', 'x\_1', 'x\_2', 'x\_3'] + [f'y\_{i + 1}' for i in  
 range(m)] + ['y\_av'])  
 for i in range(n):  
 t.add\_row([i + 1] + list(norm\_x[i]) + list(x[i]) + list(y[i]) + [y\_av[i]])  
 print(t)  
  
 mx\_1, mx\_2, mx\_3 = [i / len(x) for i in np.sum(x, axis=0)]  
 my = sum(y\_av) / len(y\_av)  
  
 a\_1 = sum([x[i][0] \* y\_av[i] for i in range(len(x))]) / len(x)  
 a\_2 = sum([x[i][1] \* y\_av[i] for i in range(len(x))]) / len(x)  
 a\_3 = sum([x[i][2] \* y\_av[i] for i in range(len(x))]) / len(x)  
  
 a\_11 = sum([x[i][0] \*\* 2 for i in range(len(x))]) / len(x)  
 a\_22 = sum([x[i][1] \*\* 2 for i in range(len(x))]) / len(x)  
 a\_33 = sum([x[i][2] \*\* 2 for i in range(len(x))]) / len(x)  
 a\_12 = sum([x[i][0] \* x[i][1] for i in range(len(x))]) / len(x)  
 a\_13 = sum([x[i][0] \* x[i][2] for i in range(len(x))]) / len(x)  
 a\_23 = a\_32 = sum([x[i][1] \* x[i][2] for i in range(len(x))]) / len(x)  
  
 matrix = [  
 [1, mx\_1, mx\_2, mx\_3],  
 [mx\_1, a\_11, a\_12, a\_13],  
 [mx\_2, a\_12, a\_22, a\_32],  
 [mx\_3, a\_13, a\_23, a\_33]  
 ]  
  
 answers = [my, a\_1, a\_2, a\_3]  
  
 det = np.linalg.det(matrix)  
 det\_i = [np.linalg.det(replace\_column(matrix, i, answers)) for i in range(len(answers))]  
  
 b\_i = [i / det for i in det\_i]  
 print(  
 f"\nThe normalized regression equation: y = {b\_i[0]:.5f} + {b\_i[1]:.5f} \* x1 + {b\_i[2]:.5f} \* x2 + {b\_i[3]:.5f} \* x3\n")  
  
 print("\n[ Kohren's test ]")  
 f\_1 = m - 1  
 f\_2 = n  
 s\_i = [sum([(i - y\_av[j]) \*\* 2 for i in y[j]]) / m for j in range(len(y))]  
 g\_p = max(s\_i) / sum(s\_i)  
  
 table = {3: 0.6841, 4: 0.6287, 5: 0.5892, 6: 0.5598, 7: 0.5365, 8: 0.5175, 9: 0.5017, 10: 0.4884,  
 range(11, 17): 0.4366, range(17, 37): 0.3720, range(37, 145): 0.3093}  
 g\_t = table.get(m)  
  
 if g\_p < g\_t:  
 print(f"The variance is homogeneous: Gp = {g\_p:.5} < Gt = {g\_t}")  
 else:  
 print(f"The variance is not homogeneous Gp = {g\_p:.5} < Gt = {g\_t}\nStart again with m = m + 1")  
 return main(m=m + 1, n=n)  
  
 print("\n[ Student's test ]")  
 s2\_b = sum(s\_i) / n  
 s2\_beta\_s = s2\_b / (n \* m)  
 s\_beta\_s = sqrt(s2\_beta\_s)  
  
 beta\_i = [sum([norm\_x[i][j] \* y\_av[i] for i in range(len(norm\_x))]) / n for j in range(len(norm\_x))]  
  
 t = [abs(i) / s\_beta\_s for i in beta\_i]  
  
 f\_3 = f\_1 \* f\_2  
 t\_table = {8: 2.306, 9: 2.262, 10: 2.228, 11: 2.201, 12: 2.179, 13: 2.160, 14: 2.145, 15: 2.131, 16: 2.120,  
 17: 2.110, 18: 2.101, 19: 2.093, 20: 2.086, 21: 2.08, 22: 2.074, 23: 2.069, 24: 2.064, 25: 2.06}  
 d = deepcopy(n)  
 for i in range(len(t)):  
 if t\_table.get(f\_3) > t[i]:  
 beta\_i[i] = 0  
 d -= 1  
 if n == 8:  
 print(  
 f"\nThe normalized regression equation: y = {beta\_i[0]:.5f} + {beta\_i[1]:.5f} \* x1 + {beta\_i[2]:.5f} \* x2 + "  
 f"{beta\_i[3]:.5f} \* x3 + {beta\_i[4]:.5f} \* x1 \* x2 + "  
 f"{beta\_i[5]:.5f} \* x1 \* x3 + {beta\_i[6]:.5f} \* x2 \* x3 + {beta\_i[7]:.5f} \* x1 \* x2 \* x3")  
 check\_i = [  
 beta\_i[0] + beta\_i[1] \* i[0] + beta\_i[2] \* i[1] + beta\_i[3] \* i[2] + beta\_i[4] \* i[3] + beta\_i[5] \* i[4] +  
 beta\_i[6] \* i[5] + beta\_i[7] \* i[6] for i in x]  
 print("Values are normalized: ", check\_i)  
  
 if n == 4:  
 print(  
 f"\nThe normalized regression equation: y = {beta\_i[0]:.5f} + {beta\_i[1]:.5f} \* x1 + {beta\_i[2]:.5f} \* x2 + "  
 f"{beta\_i[3]:.5f} \* x3")  
 check\_i = [  
 beta\_i[0] + beta\_i[1] \* i[0] + beta\_i[2] \* i[1] + beta\_i[3] \* i[2] for i in x]  
 print("Values are normalized: ", check\_i)  
  
 print("\n[ Fisher's test ]")  
 f\_4 = n - d  
 s2\_ad = m / f\_4 \* sum([(check\_i[i] - y\_av[i]) \*\* 2 for i in range(len(y\_av))])  
 f\_p = s2\_ad / s2\_b  
 f\_t = [  
 [164.4, 199.5, 215.7, 224.6, 230.2, 234, 235.8, 237.6],  
 [18.5, 19.2, 19.2, 19.3, 19.3, 19.3, 19.4, 19.4],  
 [10.1, 9.6, 9.3, 9.1, 9, 8.9, 8.8, 8.8],  
 [7.7, 6.9, 6.6, 6.4, 6.3, 6.2, 6.1, 6.1],  
 [6.6, 5.8, 5.4, 5.2, 5.1, 5, 4.9, 4.9],  
 [6, 5.1, 4.8, 4.5, 4.4, 4.3, 4.2, 4.2],  
 [5.5, 4.7, 4.4, 4.1, 4, 3.9, 3.8, 3.8],  
 [5.3, 4.5, 4.1, 3.8, 3.7, 3.6, 3.5, 3.5],  
 [5.1, 4.3, 3.9, 3.6, 3.5, 3.4, 3.3, 3.3],  
 [5, 4.1, 3.7, 3.5, 3.3, 3.2, 3.1, 3.1],  
 [4.8, 4, 3.6, 3.4, 3.2, 3.1, 3, 3],  
 [4.8, 3.9, 3.5, 3.3, 3.1, 3, 2.9, 2.9],  
 [4.7, 3.8, 3.4, 3.2, 3, 2.9, 2.8, 2.8],  
 [4.6, 3.7, 3.3, 3.1, 3, 2.9, 2.8, 2.7],  
 [4.5, 3.7, 3.3, 3.1, 2.9, 2.8, 2.7, 2.7],  
 [4.5, 3.6, 3.2, 3, 2.9, 2.7, 2.6, 2.6],  
 [4.5, 3.6, 3.2, 3, 2.8, 2.7, 2.5, 2.3],  
 [4.4, 3.6, 3.2, 2.9, 2.8, 2.7, 2.5, 2.3],  
 [4.4, 3.5, 3.1, 2.9, 2.7, 2.7, 2.4, 2.3],  
 [4.4, 3.5, 3.1, 2.8, 2.7, 2.7, 2.4, 2.3],  
 [4.4, 3.5, 3.1, 2.8, 2.7, 2.6, 2.4, 2.3],  
 [4.3, 3.4, 3.1, 2.8, 2.7, 2.6, 2.4, 2.3],  
 [4.3, 3.4, 3.1, 2.8, 2.6, 2.6, 2.3, 2.2],  
 [4.3, 3.4, 3, 2.8, 2.6, 2.5, 2.3, 2.2],  
 [4.3, 3.4, 3, 2.8, 2.6, 2.5, 2.3, 2.2],  
 ]  
 if f\_p > f\_t[f\_3][f\_4]:  
 print(  
 f"fp = {f\_p} > ft = {f\_t[f\_3][f\_4]}.\nThe mathematical model is not adequate to the experimental "  
 f"data\nStart again with m = m + 1")  
 main(m=m + 1, n=8)  
 else:  
 print(f"fP = {f\_p} < fT = {f\_t[f\_3][f\_4]}.\nThe mathematical model is adequate to the experimental data\n")  
  
  
main(m=3, n=4)

Результати виконання роботи

ŷ = b0 + b1 \* x1 + b2 \* x2 + b3 \* x3
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The normalized regression equation: y = 199.98446 + -0.12857 \* x1 + -0.18889 \* x2 + -0.01670 \* x3

[ Kohren's test ]

The variance is homogeneous: Gp = 0.29268 < Gt = 0.6841

[ Student's test ]

The normalized regression equation: y = 202.41650 + 0.00000 \* x1 + -4.25000 \* x2 + 0.00000 \* x3

Values are normalized: [351.1665, 159.91649999999998, 351.1665, 159.91649999999998]

[ Fisher's test ]

fp = 2264.702393505249 > ft = 3.9.

The mathematical model is not adequate to the experimental data

Start again with m = m + 1

ŷ = b0 + b1 \* x1 + b2 \* x2 + b3 \* x3 + b12 \* x1 \* x2 + b13 \* x1 \* x3 + b23 \* x2 \* x3 + b123 \* x1 \* x2 \* x3
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The normalized regression equation: y = 34.25332 + -3.10372 \* x1 + -3.47099 \* x2 + 11.47771 \* x3 + -0.07216 \* x1 \* x2 + 0.26317 \* x1 \* x3 + 0.25049 \* x2 \* x3 + 0.00619 \* x1 \* x2 \* x3

[ Kohren's test ]

The variance is homogeneous: Gp = 0.23731 < Gt = 0.6287

[ Student's test ]

The normalized regression equation: y = 201.37500 + 0.00000 \* x1 + 0.00000 \* x2 + 0.00000 \* x3 + 0.00000 \* x1 \* x2 + 0.00000 \* x1 \* x3 + 0.00000 \* x2 \* x3 + 0.00000 \* x1 \* x2 \* x3

Values are normalized: [201.375, 201.375, 201.375, 201.375, 201.375, 201.375, 201.375, 201.375]

[ Fisher's test ]

fP = 0.9335082510529586 < fT = 2.2.

The mathematical model is adequate to the experimental data